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Abstract
This study aims to investigate the acceptance of ICT teachers pertaining to the use of Scratch as an Algorithm Visualization (AV) software in terms of perceived ease of use and perceived usefulness. An embedded mixed method research design was used in the study, in which qualitative data were embedded in quantitative ones and used to explain the results. The data were collected from 214 pre-service ICT teachers studying in four large public universities. Data was gathered through a questionnaire adapted from David’s Technology Acceptance Survey (1989) and through open-ended questions. T-test and Pearson correlation, as well as descriptive statistics, were used to analyze quantitative data and constant analysis techniques were used to analyze qualitative data. Both kinds of data were mixed and are presented in the results section. The results show that pre-service ICT teachers mainly have positive and similar Scratch acceptance scores in terms of usefulness and ease of use. The factors explaining participants’ perceived usefulness are identified as visual interface (37%), pedagogy (36%), and computational thinking (27%). The majority of the participants also found Scratch to be easy to use. Pre-service ICT teachers explained that what makes AV software easy to use is color separation (40%), drag and drop (30%), and familiar interface (30%). Additionally, no significant difference between the acceptance scores of the participants was found in terms of gender, years of programming experience, programming background, and the high school they graduated from as indicators of programming experience. Results congruent with previous studies regarding Scratch were found by the current study.
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1. Introduction
Teaching programming to students of all grade levels has gained importance, especially with the introduction of the term called Computational Thinking. Wing (2006) first introduced this concept as “solving problems, designing systems, and understanding human behavior, by drawing on the concepts fundamental to computer science” (p. 33) with an emphasis on computer science. Cuny, Sinder, and Wing (2010) redefined the concept as “the thought processes involved in formulating problems and their solutions so that the solutions are represented in a form that can be effectively carried out by an information-processing agent”. Based on the latter, computational thinking has clearly become an interdisciplinary concept based on, but not limited to computer science. Today, this concept is accepted as a 21st century skill by the scholars of education and a required skill for students of all grade levels. Obviously, this definition is based on computer science, particularly programming knowledge and skills. This means that acquisition of this skill requires teaching programming to all students, from the elementary to the university level. Acquisition of computational thinking skills is certainly not a concern restricted to educators and researchers; it is also a concern for countries worldwide, since they have begun to realize the importance of Information and Communication Technologies (ICT) instruction for technological and economic development (Wilson, Sudol, Stephenson, & Stehlik, 2010). Therefore, increasing attention is being given to computational thinking and related research topics (Grover & Pea, 2013), including the use of algorithms as the central element of computational thinking (Cortina, 2007).

However, programming instruction is not so straightforward, even for undergraduate students studying computer-related disciplines. There are lots of problems documented by researchers which can cause novice programming students to fail and dropout of the programming course (Federici, 2011). Some of the identified challenges of teaching programming to university students are lack of understanding of the larger elements,
abstract concepts, application of what is learnt, and lack of practical and concrete learning situations (Lahtinen, Ala-Mutka, & Jarvinen, 2005). In a recently conducted study with the participation of students in a computer-related discipline, these challenges were reported as “programming knowledge, programming skills, understanding semantics of the program, and debugging” (Özmen & Altun, 2014). This study also underlines that lack of practice and lack of algorithm usage, along with lack of knowledge, are major problems causing student failure in programming courses.

Computer science educators and researchers have been striving to find pedagogical and technological ways to make the programming instruction process easier and more effective. One of these proposed solutions is to use Algorithm Visualization (AV), since many of the aforementioned problems in learning how to program stem from a faulty grasp of practical usage of algorithms. AV is defined as the graphical illustration of algorithms via software developed for this purpose (Hundhausen, 2002), which aims to facilitate student understanding of the way computer algorithms function (Haundhausen & Brown, 2008). There are many AV software programs aiming to assist novice programmers in learning programming concepts in a visual way, such as Scratch, Alice, Android Appinventor, Scriptease, Kodu, and so forth. These programs have gained popularity in teaching programming, especially as they provide novice programmers with the opportunity to focus more on design and development rather than on programming syntax (Grover & Pea, 2013); decrease the cognitive load through the avoidance of the handling of syntax errors (Kelleher & Pausch, 2005, p. 131); and a fun and comfortable learning context (Kelleher, Pausch, & Kiesler, 2007). In this respect, according to Brennan and Resnick (2012), these AV software programs help learners develop computational thinking skills through design and development of interactive media. Considering all these advantages, AV software is an innovative technology for teaching programming to novice programmers and young students.

Of all these AV software programs, Scratch was chosen for this study due to several reasons. Scratch is a popular AV software, which was particularly designed to teach young students programming (Maloney, Resnick, Silverman, & Eastmond, 2010). First of all, it includes more programming concepts than other AV software programs and it has a context supporting active learning (Koorsse, Cilliers, & Calitz, 2014). Secondly, in their evaluation of some visual algorithm software, Koorsse, Cilliers, and Calitz (2014) list the characteristics of Scratch as “Assists with developing knowledge of programming principles and concepts”, “Constructivist to promote self-study”, “Assists with the understanding of code execution”, “Develops code comprehension”, “Feedback to guide solution creation”, and, most importantly, “Promotes problem solving and planning”. Among these characteristics, problem solving and planning is a crucial one for the development of computational thinking skills. In the same vein, Brennan and Resnick (2012) reported seven computational thinking concepts that are used in Scratch projects which can be applied in programming or other disciplines. These concepts are “sequences”, “loops”, “parallelism”, “events”, “conditionals”, “operators”, and “data”. Thus, due to its technological and pedagogical features, Scratch was chosen as the AV software for the current study.

The studies pertaining to the use of Scratch generally indicate improvements in teaching programming in spite of some drawbacks. The research studies revealed that Scratch is useful for helping students use computational constructs (Meerbaum-Salant, Armoni, & Ben-Ari, 2013); engage in programming processes (Resnick et al., 2009); acquire programming skills and motivation (Begosso & Silva, 2013), develop positive attitudes toward programming (Genç & Karakuş, 2012); gain experience working with advanced programming languages (Wolz, Leitner, Malan, & Maloney, 2009); and make reflections on their daily experiences (e.g., mathematical experiences) (Ke, 2014). However, there are still drawbacks to the use of Scratch for teaching programming. For example, Koorsse, Cilliers, and Calitz (2014) reported that although students perceive Scratch to be as useful as Robomind and B#, there was no significant evidence indicating that the students using Scratch or other AV software achieved better results in programming. After reviewing 22 experimental evaluations, this significant difference issue was reported and criticized by Hundhausen (2002) as the drawback of AV technology from the pedagogical standpoint. In another study, Meerbaum-Salant et al. (2013) found out that students still have difficulties with learning some concepts in spite of the use of Scratch. The final drawback of Scratch or other visual algorithm software programs is that they are generally used in extracurricular activities, such as summer camps or computer clubs (Meerbaum-Salant et al., 2013; Wolz, Maloney, & Pulimood, 2008). To conclude, the literature on Scratch usage reveals its numerous advantages, as well as the pedagogical or technological problems waiting to be solved to maximize its effectiveness for educational purposes.

It is obvious that the use of AV software (Scratch in particular) for teaching programming is a relatively innovative method and there are some problems regarding their integration into programming instruction. The source of the problems might be the pedagogical use of these software programs, as well as their technological features. From the pedagogical standpoint, the problems with the use of AV can be overcome through teacher
training and subsequent teaching and support (Howland & Good, 2015; Robertson, Macvean, & Howland, 2013; Meerbaum-Salant et al., 2013). In this regard, the recommendations for the solution of the current problems point out teacher training. For example, for the learning problems especially experienced by young learners, Meerbaum-Salant et al. (2013) suggest “careful teaching, close, and effective mentoring”. According to Robertson et al. (2013), the long term achievement of innovative technologies, including AV, relies on the degree to which teachers accepts them for use in their practices. In the same vein, Cordova, Eaton, and Taylor (2011) emphasized the key role of teacher training for the use of ALICE to teach programming. In addition, considering the difficulties of teaching programming at the university level, even in computer-related disciplines, it is a requisite to use AV for teaching novice programmers. In this regard, it is important to investigate preservice ICT teachers’ acceptance of AV (Scratch in this case) for the successful adoption and integration of these technologies, both in universities and K12 schools.

1.1 Purpose of the Study

Although AV software’s visual properties are motivating and encouraging, particularly for novice programmers, there is no comprehensive study on teachers’ acceptance of AV software. The purpose of this study is to investigate pre-service ICT teachers’ acceptance of Scratch as an AV software in terms of perceived ease of use and perceived usefulness. Specifically, the research questions of this study are as follows:

1) To what extent do ICT teachers accept usage of AV software for learning programming?
2) Is there a difference in acceptance of AV software related to gender, programming experience, programming background, and the high school ICT teachers graduated from?

2. Method

2.1 Research Design

The embedded mixed methods research design was used in this study. According to Creswell et al. (2007), in this design, one type of data can provide support to the other ones. It is especially useful when qualitative data are embedded within quantitative data. In the current study, the research data were mainly collected in quantitative form to determine participants’ acceptance of Scratch. The qualitative data embedded in the results were collected to determine and explain the reasons why participants accept or do not accept Scratch.

2.2 Participants

Participants in the study were undergraduate students studying in the Computer Education and Instructional Technology (CEIT) departments off our large, public universities, which are in charge of training ICT teachers in Turkey. All pre-service teachers voluntarily participated in the study. Most of the participants (71%) graduated from vocational school. 48.6% of them were female (N=104) and 51.4% of them (N=110) were male. Pre-service teachers were somewhat experienced in using AV. All of them stated that they had used an AV program like Scratch within the scope of a course.

2.3 Instruments

Data was gathered through a questionnaire adapted from David’s technology acceptance survey (1989) and open-ended questions. Participants were asked four demographic questions, five open-ended questions, and 18 likert-type questions, on which 1 means strongly disagree and 5 means strongly agree. David’s technology acceptance survey (1989) consisted of two factors: perceived usefulness and perceived ease of use. The validity of the instrument was provided in its development study. As for the reliability, Cronbach Alpha coefficients were calculated to check the internal consistency of the scale. The Coefficient Alpha for Usefulness was obtained as .960, which indicates excellent reliability, the Coefficient Alpha for Ease of Use was obtained as .804, which indicates good reliability, and the Coefficient Alpha for the overall scale was obtained as .931, which indicates excellent reliability (see Table 1). The obtained values indicate that the internal consistency of the scale and sub-scales are satisfactory. Open-ended questions were developed based on the related literature and revised based on the reviews of subject field experts.
Table 1. Internal consistency of the scale

<table>
<thead>
<tr>
<th>Scale</th>
<th>Number of Items</th>
<th>Coefficient Alpha</th>
</tr>
</thead>
<tbody>
<tr>
<td>Perceived Usefulness</td>
<td>9</td>
<td>.960</td>
</tr>
<tr>
<td>Perceived Ease of Use</td>
<td>9</td>
<td>.804</td>
</tr>
<tr>
<td>Overall Scale</td>
<td>18</td>
<td>.931</td>
</tr>
</tbody>
</table>

2.4 Data Collection Procedure

Before the data collection phase, students studying in the CEIT departments of four public universities were invited to voluntarily participate in Scratch training. Then, Scratch was introduced to the volunteer participants for four weeks and, with the mentoring of the instructors, they were individually assigned to develop Scratch projects within this timeframe. The instructors provided feedback about their work during the project development process. Upon completion of their individual Scratch projects, all participants were asked to voluntarily answer the questionnaire items. They were also asked to answer the open-ended questions on the questionnaire, in order to collect qualitative data.

2.5 Data Analysis

Based on the research questions, descriptive and inferential statistics and constant analysis techniques were conducted. The quantitative data were analyzed descriptively and presented as means, standard deviations, percentiles, and frequencies. As for the inferential statistics analyses, t-test and Pearson correlation analyses were conducted to determine the mean differences between the groups and the correlations, respectively.

The qualitative data was analyzed using content analysis techniques (Patton, 2002; Miles & Huberman, 1994). Answers to the open ended questions were coded. Emerging codes were categorized and described with their percentage and frequency. In order to ensure internal validity, emerging categories were verified by two different researchers. Inter-coder reliability was calculated as 73 percent. The qualitative data were embedded within the quantitative data and mixed in the results part of the study.

3. Results

The results are presented under the research questions based on the qualitative and quantitative analysis.

3.1 To What Extent Do ICT Teachers Accept Usage of AV Software for Learning Programming?

The participants were asked to respond to 18 items with answers ranging from 1 to 5 on a Likert-type scale which evaluate two factors of the TAM model; namely, “Perceived usefulness” and “Perceived ease of use”. The mean scores of the items ranged from 3.16 to 3.91. Item 16, which is a reverse item, was transformed for the analysis: “Interaction via Scratch requires too much mental effort”, had the lowest mean score ($M=3.16, SD=1.06$). Item 10, which is “It is easy to learn how to use Scratch”, had the highest mean score ($M=3.91, SD=1.03$). Overall, the “Perceived usefulness” factor had a mean score of 3.69 ($SD=.98$) and the “Perceived ease of use” had a mean score of 3.22 ($SD=.47$). These results show that participants mainly have positive and similar acceptance ratings for the items and the factors in the scale.

On the other hand, qualitative analysis indicated that most of the participants think that AV software is useful in learning computer programming. Their explanations of why they found it useful fell under three factors: visual interface (37%), pedagogy (36%), and computational thinking (27%) (see Figure 1). Participants mostly perceived AVs to be useful because they offers a powerful graphical interface to users. For example, one participant stated: “Of course, it (Scratch) facilitates learning because it saves programming logic from being boring by making it visual”.

Also, some participants said AV software utilizes various pedagogical methods based on user needs. They indicated that in the traditional approach, every student completes the same programming activities, which have equal difficulties and numbers, but AVs provide an individualized learning environment. In addition, some of the participant indicated that AV improves users’ computational thinking ability, especially problem solving and designing systems by utilizing the fundamentals of computer programming. In this regard, one ICT teacher said, “I had major problems with learning programming. After being introduced to Scratch, I have begun to create algorithms of the works to be done with ease and I now find programming more pleasurable”.

4. Discussion
Qualitative analysis was also conducted to understand what participants think about ease of use of AV software. Results indicated that all but nine participants perceived AV software to be easy to use. Fifteen participants asserted that it should be easier to use. Eleven participants also said that it is easy to use, but users need a bit of practice. The resulting categories are listed in Table 2. For example, one participant indicated:

“The interface and the usage of the functions are quite easy and understandable. But, continual practice with different examples is needed to improve skills. In this way, students can progress their learning by comprehending the fundamentals and logic of programming”.

Table 2. Perceived ease of use

<table>
<thead>
<tr>
<th>Categories</th>
<th>Frequency (N=128)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Yes, ease of use</td>
<td>170</td>
</tr>
<tr>
<td>Yes, but can be better</td>
<td>15</td>
</tr>
<tr>
<td>Yes, but need practice</td>
<td>11</td>
</tr>
<tr>
<td>No, not ease of use</td>
<td>9</td>
</tr>
</tbody>
</table>

Moreover, ICT teachers explained what makes AV software easy to use under three categories: color separation (40%), drag and drop (30%), and familiar interface (30%). In the AV program, different colors are used for code blocks that have different functions. Most ICT teachers indicated that that was what made AVs easy to use. It was also mentioned that users are able to drag and drop code blocks instead of writing them. In this regard, one participant said, “I find it easy to use. Since it is drag-drop, users are much more motivated in a visual environment by using code blocks representing codes”.

Moreover, ICT teachers indicated that the interface of the AV software is similar to the interface of common computer programs. Therefore, participants do not have difficulty using AV to learn computer programming.

3.2 Is There a Difference in the Acceptance of AV Software in Terms of Gender, Programming Experience, Programming Background, and the High School ICT Teachers Graduated from?

An independent samples t-test was conducted to test if there is a difference between the mean scores of the participants’ technology acceptance in terms of gender. The factors in the scale were adopted as the dependent variables. The results obtained are shown in Table 3.
Table 3. Independent samples t-test results for acceptance and gender

<table>
<thead>
<tr>
<th></th>
<th>t</th>
<th>df</th>
<th>Sig. (2-tailed)</th>
<th>Mean Difference</th>
<th>Effect Size (Cohen’s d)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Perceived Usefulness</td>
<td>.033</td>
<td>210</td>
<td>.974</td>
<td>.004</td>
<td>.004</td>
</tr>
<tr>
<td>Perceived Ease of Use</td>
<td>1.041</td>
<td>210</td>
<td>.299</td>
<td>.067</td>
<td>.145</td>
</tr>
</tbody>
</table>

According to Table 3, the mean score of the male participants is higher than that of the female participants, with a mean difference of .004. However, there is no significant mean difference between the perceived usefulness scores of the female (M=3.690, SD=.978) and male participants (M=3.694, SD=.986) with a small effect size according to Cohen’s (1998) standards; t (210)=0.033, p>.05, d=.005. Table 3 indicates similar results for perceived ease of use. Similarly, there is no significant mean difference between the perceived ease of use scores of female (M=3.182, SD=.428) and male (M=3.249, SD=.497) participants with a small effect size and mean difference of .067; t (210)=1.041, p>.05, d=.144.

Whether participants’ acceptance of AV software differed depending on the high schools they graduated from was also checked through an independent samples t-test. For this purpose, the participants were grouped by whether they graduated from a vocational or non-vocational high schools. The assumption was that the participants who graduated from vocational high schools had programming education background. The independent t-test results are demonstrated in Table 4. The participants who graduated from vocational high schools have higher mean scores than those who graduated from non-vocational high schools, with a mean difference of .180 in terms of perceived usefulness. Table 4, however, shows that there is no significant mean difference between the perceived usefulness scores of the participants who graduated from vocational (M=3.728, SD=.995) and those who graduated from non-vocational high schools (M=3.549, SD=.922) with a small effect size; t (209)=1.105, p>.05, d=.187.

Table 4. Independent samples t-test results for acceptance and high school

<table>
<thead>
<tr>
<th></th>
<th>t</th>
<th>df</th>
<th>Sig. (2-tailed)</th>
<th>Mean Difference</th>
<th>Effect Size (Cohen’s d)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Perceived Usefulness</td>
<td>1.105</td>
<td>209</td>
<td>.270</td>
<td>.180</td>
<td>.187</td>
</tr>
<tr>
<td>Perceived Ease of Use</td>
<td>1.206</td>
<td>209</td>
<td>.229</td>
<td>.093</td>
<td>.208</td>
</tr>
</tbody>
</table>

In the same vein, in spite of the mean difference of .093 in favor of the participants who graduated from vocational high schools, there is no significant difference between the perceived ease of use mean scores of those who graduated from vocational (M=3.237, SD=.480) and those who graduated from non-vocational high schools (M=3.144, SD=.412) with a small effect size; t (209)=1.206, p>.05, d=.208.

An independent samples t-test was conducted again to investigate whether the acceptance scores of the participants differ based on their previous higher education background before the ICT teacher training program. In accordance with this purpose, the participants were grouped according to whether they had graduated from a computer-related associate degree program (N=10) or had not (N=202). The independent samples t-test results are indicated in Table 5 below.

Table 5. Independent samples t-test results for acceptance and previous higher education background

<table>
<thead>
<tr>
<th></th>
<th>t</th>
<th>df</th>
<th>Sig. (2-tailed)</th>
<th>Mean Difference</th>
<th>Effect Size (Cohen’s d)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Perceived Usefulness</td>
<td>1.167</td>
<td>210</td>
<td>.245</td>
<td>.370</td>
<td>.407</td>
</tr>
<tr>
<td>Perceived Ease of Use</td>
<td>.194</td>
<td>210</td>
<td>.846</td>
<td>.029</td>
<td>.069</td>
</tr>
</tbody>
</table>

The participants who previously enrolled in an associate degree program had a higher mean score than those who did not. But, according to Table 5, there is no significant mean difference between the perceived usefulness
scores of the participants who previously enrolled in an associate degree program \((M=4.044, SD=.827)\) and those who did not \((M=3.674, SD=.985)\) with a small effect size; \(t (210)=1.167, p>.05, d=.407\). A similar result was obtained for the mean scores of perceived ease of use. There is no significant mean difference between the perceived ease of use scores of the participants who previously enrolled in an associate degree program \((M=3.244, SD=.370)\) and the ones who did not \((M=3.215, SD=.470)\) with a small effect size; \(t (210)=.194, p>.05, d=.069\).

Finally, Pearson product moment correlation was conducted to investigate whether there is a relationship between participants’ programming experience and their acceptance of Scratch in terms of perceived usefulness and perceived ease of use. The participants’ responses regarding their programming experience in terms of years and their ratings for the perceived usefulness and perceived ease of use factors were used for the vicariate correlations. The programming experiences of the participants who provided their years of experience with the percentage of 93.87 (\(N=199\)) ranged from 1 to 10 years with the mean of 4.05 years. 6.13% of the participants (\(N=13\)) did not provide information about their previous programming experience. Table 6 demonstrates the results obtained from Pearson correlation between participants’ programming experience and their perceived usefulness and perceived ease of use ratings.

Table 6. Pearson correlation between programming experience and scratch acceptance

<table>
<thead>
<tr>
<th>Programming Experience</th>
<th>Perceived Usefulness</th>
<th>Perceived Ease of Use</th>
</tr>
</thead>
<tbody>
<tr>
<td>Pearson Correlation ((r))</td>
<td>.112</td>
<td>.008</td>
</tr>
<tr>
<td>Sig. (2-tailed)</td>
<td>.116</td>
<td>.916</td>
</tr>
</tbody>
</table>

According to Table 6, there is a positive correlation between programming experience and perceived usefulness. The Pearson correlation coefficient in this case indicates a small correlation according to Cohen’s (1988) guidelines. This small positive correlation can be observed in Figure 2. However, there is no significant relationship between participants’ programming experience and their responses about perceived usefulness; \(r (199)=.112, p>.05\).

Figure 2. Pearson correlation between programming experience and perceived usefulness
The Pearson correlation analysis results revealed that there is no significant correlation between participants’ programming experience and perceived ease of use; \( r (199) = .008, p > .05 \). The Pearson correlation coefficient obtained in the analysis of this case indicates a negligible relationship since it is approximately zero.

4. Discussion

The study results, first of all, revealed that preservice ICT teachers mainly have positive and similar acceptance of Scratch in terms of usefulness and ease of use. The qualitative results provided key information about the reasons why they have positive acceptance of it.

They find Scratch useful due to the visual interface, pedagogy, and computational thinking factors. The first factor, visual interface, provides them with an engaging learning environment rather than a boring and threatening one. According to Grover and Pea (2013), visual interface provides learners with an opportunity to concentrate more on design and creation instead of programming syntax. So, visual interface is a critical element for students’ acceptance of Scratch. Another factor underlined by the participants which affects their acceptance is pedagogy. They believe that Scratch is useful for learning and teaching programming because it facilitates the algorithm creation process in an easier and more concrete manner. Creating algorithms for problems, lack of practice and knowledge are reported by Özmen and Altun (2014) as the major problems in learning programming. Additionally, the abstract nature of programming and lack of practical and concrete learning contexts are the reasons for difficulty, especially for novice learners (Lahtinen, Ala-mutka, & Järvinen, 2005). Congruent with these previous studies, the concrete nature of Scratch for algorithm creation is another factor for participants’ acceptance. The final factor stated by the participants which explains the usefulness of Scratch is Computational thinking. They stated that Scratch is not only a useful tool for teaching programming, but also useful for helping students gain computational thinking skills since it facilitates the formulation of the encountered problems and create algorithms for their solutions. As Cortina (2007) stated, formulation and use of algorithms are major components of computational thinking. Similar results were obtained in the literature revealing the facilitating role of AV for obtaining computational thinking skills (Grover & Pea, 2013; Lye & Koh, 2014). Therefore, Scratch’s facilitating role for learners to gain computational thinking plays a crucial role in its acceptance.

The majority of the participants also found Scratch to be easy to use. They explained why Scratch is easy to use by underlining color separation, drag and drop, and familiar interface features. The results demonstrated that color separation and drag-drop features makes programming understandable and motivating. Similar results were found in the literature that lack of motivation is a problem in learning programming (Lahtinen, Ala-mutka, & Järvinen, 2005) and AV software provides learners with motivation and engagement (Begosso & Da Silva, 2013; Grover & Pea, 2013). The third factor affecting their acceptance in terms of ease of use is familiar interface. Lye and Koh (2014) reported that Scratch has interface features similar to traditional visual programming languages. In conjunction with their conclusion, the results of this study showed that Scratch has interface properties similar to traditional software and this enabled students to master Scratch and consequently have positive acceptance.

In addition, the study sought to determine whether participants’ acceptance varies depending on gender, years of programming experience, programming background and the type of high school they graduated from as indicators of programming experience. The results indicated that there is no significant difference between their acceptance scores in terms of gender, programming background, and the high school type they graduated from and there is also no significant correlation between programming experience and their acceptance. These results mean that students have acceptance of Scratch regardless of gender and programming experience, although it was reported in the literature that the challenge of learning programming varies depending on gender (Howland & Good, 2015; Yurdugül & Aşkar, 2013) and experience (Lau & Yuen, 2011; Özmen & Altun, 2014). For this reason, the non-significance has important implications for programming instruction at the university level, since this could be considered an advantage of Scratch for its widespread adoption by all learners, particularly novice programmers.

5. Conclusion and Implications for Future Studies

The overall results obtained in this study indicate that preservice ICT teachers have positive acceptance of Scratch due to its distinguished features and, more importantly, their acceptance is independent of their gender and programming experience. As Guzman and Nussbaum (2009) stated, teacher training plays a central role in the successful integration of technology in schools. In the same vein, since the acceptance of a technology in all school levels relies on teacher acceptance (Robertson, Macvean, & Howland, 2013), these results suggest that the introduction of Scratch in ICT teacher training programs may encourage its widespread acceptance and integration in schools. Additionally, the results also suggest that its facilitating, motivating, and engaging nature
for learning and teaching programming will be helpful for preservice ICT teachers to gain required programming and computational thinking skills.

This study was conducted based on a four-week Scratch training at the university level. Therefore, the focus of future studies must be on the integrated use of AV in the introductory programming courses at the university level. Moreover, as indicated in the literature, AV software is used in K12 settings only within extracurricular activities such as computer clubs and summer camps. For this reason, the focus of future studies must also be on the widespread acceptance and integration of AV in K12 education.
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